**Keras documentation for image preprocessing**

**Why use Keras?**

There are countless deep learning frameworks available today. Why use Keras rather than any other? Here are some of the areas in which Keras compares favorably to existing alternatives.

**Keras prioritizes developer experience**

* Keras is an API designed for human beings, not machines. [Keras follows best practices for reducing cognitive load](https://blog.keras.io/user-experience-design-for-apis.html): it offers consistent & simple APIs, it minimizes the number of user actions required for common use cases, and it provides clear and actionable feedback upon user error.
* This makes Keras easy to learn and easy to use. As a Keras user, you are more productive, allowing you to try more ideas than your competition, faster -- which in turn [helps you win machine learning competitions](https://www.quora.com/Why-has-Keras-been-so-successful-lately-at-Kaggle-competitions).
* This ease of use does not come at the cost of reduced flexibility: because Keras integrates with lower-level deep learning languages (in particular TensorFlow), it enables you to implement anything you could have built in the base language. In particular, as tf.keras, the Keras API integrates seamlessly with your TensorFlow workflows.

**Keras has broad adoption in the industry and the research community**

With over 200,000 individual users as of November 2017, Keras has stronger adoption in both the industry and the research community than any other deep learning framework except TensorFlow itself (and Keras is commonly used in conjunction with TensorFlow).

You are already constantly interacting with features built with Keras -- it is in use at Netflix, Uber, Yelp, Instacart, Zocdoc, Square, and many others. It is especially popular among startups that place deep learning at the core of their products.

Keras is also a favorite among deep learning researchers, coming in #2 in terms of mentions in scientific papers uploaded to the preprint server [arXiv.org](https://arxiv.org/archive/cs):

![https://keras.io/img/arxiv-mentions.png](data:image/png;base64,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)

Keras has also been adopted by researchers at large scientific organizations, in particular CERN and NASA.

**Keras makes it easy to turn models into products**

Your Keras models can be easily deployed across a greater range of platforms than any other deep learning framework:

* On iOS, via [Apple’s CoreML](https://developer.apple.com/documentation/coreml) (Keras support officially provided by Apple). Here's [a tutorial](https://www.pyimagesearch.com/2018/04/23/running-keras-models-on-ios-with-coreml/).
* On Android, via the TensorFlow Android runtime. Example: [Not Hotdog app](https://medium.com/@timanglade/how-hbos-silicon-valley-built-not-hotdog-with-mobile-tensorflow-keras-react-native-ef03260747f3).
* In the browser, via GPU-accelerated JavaScript runtimes such as [Keras.js](https://transcranial.github.io/keras-js/#/) and [WebDNN](https://mil-tokyo.github.io/webdnn/).
* On Google Cloud, via [TensorFlow-Serving](https://www.tensorflow.org/serving/).
* [In a Python webapp backend (such as a Flask app)](https://blog.keras.io/building-a-simple-keras-deep-learning-rest-api.html).
* On the JVM, via [DL4J model import provided by SkyMind](https://deeplearning4j.org/model-import-keras).
* On Raspberry Pi.

**Keras supports multiple backend engines and does not lock you into one ecosystem**

Your Keras models can be developed with a range of different [deep learning backends](https://keras.io/backend/). Importantly, any Keras model that only leverages built-in layers will be portable across all these backends: you can train a model with one backend, and load it with another (e.g. for deployment). Available backends include:

* The TensorFlow backend (from Google)
* The CNTK backend (from Microsoft)
* The Theano backend

Amazon is also currently working on developing a MXNet backend for Keras.

As such, your Keras model can be trained on a number of different hardware platforms beyond CPUs:

* [NVIDIA GPUs](https://developer.nvidia.com/deep-learning)
* [Google TPUs](https://cloud.google.com/tpu/), via the TensorFlow backend and Google Cloud
* OpenCL-enabled GPUs, such as those from AMD, via [the PlaidML Keras backend](https://github.com/plaidml/plaidml)

**Keras has strong multi-GPU support and distributed training support**

* Keras has [built-in support for multi-GPU data parallelism](https://keras.io/utils/#multi_gpu_model)
* [Horovod](https://github.com/uber/horovod), from Uber, has first-class support for Keras models
* Keras models [can be turned into TensorFlow Estimators](https://www.tensorflow.org/versions/master/api_docs/python/tf/keras/estimator/model_to_estimator) and trained on [clusters of GPUs on Google Cloud](https://cloud.google.com/solutions/running-distributed-tensorflow-on-compute-engine)
* Keras can be run on Spark via [Dist-Keras](https://github.com/cerndb/dist-keras) (from CERN) and [Elephas](https://github.com/maxpumperla/elephas)

**Keras development is backed by key companies in the deep learning ecosystem**

Keras development is backed primarily by Google, and the Keras API comes packaged in TensorFlow as tf.keras. Additionally, Microsoft maintains the CNTK Keras backend. Amazon AWS is developing MXNet support. Other contributing companies include NVIDIA, Uber, and Apple (with CoreML).
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**MODELS:**

**About Keras models**

There are two types of models available in Keras: [the Sequential model](https://keras.io/models/sequential) and [the Model class used with functional API](https://keras.io/models/model).

These models have a number of methods in common:

* model.summary(): prints a summary representation of your model. Shortcut for [utils.print\_summary](https://keras.io/utils/#print_summary)
* model.get\_config(): returns a dictionary containing the configuration of the model. The model can be reinstantiated from its config via:

config = model.get\_config()

model = Model.from\_config(config)

*# or, for Sequential:*

model = Sequential.from\_config(config)

* model.get\_weights(): returns a list of all weight tensors in the model, as Numpy arrays.
* model.set\_weights(weights): sets the values of the weights of the model, from a list of Numpy arrays. The arrays in the list should have the same shape as those returned by get\_weights().
* model.to\_json(): returns a representation of the model as a JSON string. Note that the representation does not include the weights, only the architecture. You can reinstantiate the same model (with reinitialized weights) from the JSON string via:

**from** keras.models **import** model\_from\_json

json\_string = model.to\_json()

model = model\_from\_json(json\_string)

* model.to\_yaml(): returns a representation of the model as a YAML string. Note that the representation does not include the weights, only the architecture. You can reinstantiate the same model (with reinitialized weights) from the YAML string via:

**from** keras.models **import** model\_from\_yaml

yaml\_string = model.to\_yaml()

model = model\_from\_yaml(yaml\_string)

* model.save\_weights(filepath): saves the weights of the model as a HDF5 file.
* model.load\_weights(filepath, by\_name=False): loads the weights of the model from a HDF5 file (created by save\_weights). By default, the architecture is expected to be unchanged. To load weights into a different architecture (with some layers in common), use by\_name=True to load only those layers with the same name.

Note: Please also see [How can I install HDF5 or h5py to save my models in Keras?](https://keras.io/getting-started/faq/#how-can-i-install-HDF5-or-h5py-to-save-my-models-in-Keras) in the FAQ for instructions on how to install h5py.

**Sequential:**

# The Sequential model API

To get started, read [this guide to the Keras Sequential model](https://keras.io/getting-started/sequential-model-guide).

## Useful attributes of Model

* model.layers is a list of the layers added to the model.

## Sequential model methods

### compile

compile(self, optimizer, loss, metrics=**None**, sample\_weight\_mode=**None**, weighted\_metrics=**None**, target\_tensors=**None**)

Configures the model for training.

**Arguments**

* **optimizer**: String (name of optimizer) or optimizer object. See [optimizers](https://keras.io/optimizers).
* **loss**: String (name of objective function) or objective function. See [losses](https://keras.io/losses). If the model has multiple outputs, you can use a different loss on each output by passing a dictionary or a list of losses. The loss value that will be minimized by the model will then be the sum of all individual losses.
* **metrics**: List of metrics to be evaluated by the model during training and testing. Typically you will use metrics=['accuracy']. To specify different metrics for different outputs of a multi-output model, you could also pass a dictionary, such as metrics={'output\_a': 'accuracy'}.
* **sample\_weight\_mode**: If you need to do timestep-wise sample weighting (2D weights), set this to "temporal". Nonedefaults to sample-wise weights (1D). If the model has multiple outputs, you can use a different sample\_weight\_mode on each output by passing a dictionary or a list of modes.
* **weighted\_metrics**: List of metrics to be evaluated and weighted by sample\_weight or class\_weight during training and testing.
* **target\_tensors**: By default, Keras will create a placeholder for the model's target, which will be fed with the target data during training. If instead you would like to use your own target tensor (in turn, Keras will not expect external Numpy data for these targets at training time), you can specify them via the target\_tensors argument. It should be a single tensor (for a single-output Sequential model).
* **\*\*kwargs**: When using the Theano/CNTK backends, these arguments are passed into K.function. When using the TensorFlow backend, these arguments are passed into tf.Session.run.

**Raises**

* **ValueError**: In case of invalid arguments for optimizer, loss, metrics or sample\_weight\_mode.

**Example**

model = Sequential()

model.add(Dense(32, input\_shape=(500,)))

model.add(Dense(10, activation='softmax'))

model.compile(optimizer='rmsprop',

loss='categorical\_crossentropy',

metrics=['accuracy'])

### fit

fit(self, x=**None**, y=**None**, batch\_size=**None**, epochs=1, verbose=1, callbacks=**None**, validation\_split=0.0, validation\_data=**None**, shuffle=**True**, class\_weight=**None**, sample\_weight=**None**, initial\_epoch=0, steps\_per\_epoch=**None**, validation\_steps=**None**)

Trains the model for a fixed number of epochs (iterations on a dataset).

**Arguments**

* **x**: Numpy array of training data. If the input layer in the model is named, you can also pass a dictionary mapping the input name to a Numpy array. x can be None (default) if feeding from framework-native tensors (e.g. TensorFlow data tensors).
* **y**: Numpy array of target (label) data. If the output layer in the model is named, you can also pass a dictionary mapping the output name to a Numpy array. y can be None (default) if feeding from framework-native tensors (e.g. TensorFlow data tensors).
* **batch\_size**: Integer or None. Number of samples per gradient update. If unspecified, it will default to 32.
* **epochs**: Integer. Number of epochs to train the model. An epoch is an iteration over the entire x and y data provided. Note that in conjunction with initial\_epoch, epochs is to be understood as "final epoch". The model is not trained for a number of iterations given by epochs, but merely until the epoch of index epochs is reached.
* **verbose**: 0, 1, or 2. Verbosity mode. 0 = silent, 1 = progress bar, 2 = one line per epoch.
* **callbacks**: List of keras.callbacks.Callback instances. List of callbacks to apply during training. See [callbacks](https://keras.io/callbacks).
* **validation\_split**: Float between 0 and 1. Fraction of the training data to be used as validation data. The model will set apart this fraction of the training data, will not train on it, and will evaluate the loss and any model metrics on this data at the end of each epoch. The validation data is selected from the last samples in the x and y data provided, before shuffling.
* **validation\_data**: tuple (x\_val, y\_val) or tuple (x\_val, y\_val, val\_sample\_weights) on which to evaluate the loss and any model metrics at the end of each epoch. The model will not be trained on this data. This will override validation\_split.
* **shuffle**: Boolean (whether to shuffle the training data before each epoch) or str (for 'batch'). 'batch' is a special option for dealing with the limitations of HDF5 data; it shuffles in batch-sized chunks. Has no effect when steps\_per\_epoch is not None.
* **class\_weight**: Optional dictionary mapping class indices (integers) to a weight (float) value, used for weighting the loss function (during training only). This can be useful to tell the model to "pay more attention" to samples from an under-represented class.
* **sample\_weight**: Optional Numpy array of weights for the training samples, used for weighting the loss function (during training only). You can either pass a flat (1D) Numpy array with the same length as the input samples (1:1 mapping between weights and samples), or in the case of temporal data, you can pass a 2D array with shape (samples, sequence\_length), to apply a different weight to every timestep of every sample. In this case you should make sure to specifysample\_weight\_mode="temporal" in compile().
* **initial\_epoch**: Epoch at which to start training (useful for resuming a previous training run).
* **steps\_per\_epoch**: Total number of steps (batches of samples) before declaring one epoch finished and starting the next epoch. When training with input tensors such as TensorFlow data tensors, the default None is equal to the number of samples in your dataset divided by the batch size, or 1 if that cannot be determined.
* **validation\_steps**: Only relevant if steps\_per\_epoch is specified. Total number of steps (batches of samples) to validate before stopping.

**Returns**

A History object. Its History.history attribute is a record of training loss values and metrics values at successive epochs, as well as validation loss values and validation metrics values (if applicable).

**Raises**

* **RuntimeError**: If the model was never compiled.
* **ValueError**: In case of mismatch between the provided input data and what the model expects.

### evaluate

evaluate(self, x=**None**, y=**None**, batch\_size=**None**, verbose=1, sample\_weight=**None**, steps=**None**)

Computes the loss on some input data, batch by batch.

**Arguments**

* **x**: input data, as a Numpy array or list of Numpy arrays (if the model has multiple inputs). x can be None (default) if feeding from framework-native tensors (e.g. TensorFlow data tensors).
* **y**: labels, as a Numpy array. y can be None (default) if feeding from framework-native tensors (e.g. TensorFlow data tensors).
* **batch\_size**: Integer. If unspecified, it will default to 32.
* **verbose**: verbosity mode, 0 or 1.
* **sample\_weight**: sample weights, as a Numpy array.
* **steps**: Integer or None. Total number of steps (batches of samples) before declaring the evaluation round finished. Ignored with the default value of None.

**Returns**

Scalar test loss (if the model has no metrics) or list of scalars (if the model computes other metrics). The attribute model.metrics\_names will give you the display labels for the scalar outputs.

**Raises**

* **RuntimeError**: if the model was never compiled.

### predict

predict(self, x, batch\_size=**None**, verbose=0, steps=**None**)

Generates output predictions for the input samples.

The input samples are processed batch by batch.

**Arguments**

* **x**: the input data, as a Numpy array.
* **batch\_size**: Integer. If unspecified, it will default to 32.
* **verbose**: verbosity mode, 0 or 1.
* **steps**: Total number of steps (batches of samples) before declaring the prediction round finished. Ignored with the default value of None.

**Returns**

A Numpy array of predictions.

### train\_on\_batch

train\_on\_batch(self, x, y, class\_weight=**None**, sample\_weight=**None**)

Single gradient update over one batch of samples.

**Arguments**

* **x**: input data, as a Numpy array or list of Numpy arrays (if the model has multiple inputs).
* **y**: labels, as a Numpy array.
* **class\_weight**: dictionary mapping classes to a weight value, used for scaling the loss function (during training only).
* **sample\_weight**: sample weights, as a Numpy array.

**Returns**

Scalar training loss (if the model has no metrics) or list of scalars (if the model computes other metrics). The attribute model.metrics\_names will give you the display labels for the scalar outputs.

**Raises**

* **RuntimeError**: if the model was never compiled.

### test\_on\_batch

test\_on\_batch(self, x, y, sample\_weight=**None**)

Evaluates the model over a single batch of samples.

**Arguments**

* **x**: input data, as a Numpy array or list of Numpy arrays (if the model has multiple inputs).
* **y**: labels, as a Numpy array.
* **sample\_weight**: sample weights, as a Numpy array.

**Returns**

Scalar test loss (if the model has no metrics) or list of scalars (if the model computes other metrics). The attribute model.metrics\_names will give you the display labels for the scalar outputs.

**Raises**

* **RuntimeError**: if the model was never compiled.

### predict\_on\_batch

predict\_on\_batch(self, x)

Returns predictions for a single batch of samples.

**Arguments**

* **x**: input data, as a Numpy array or list of Numpy arrays (if the model has multiple inputs).

**Returns**

A Numpy array of predictions.

### fit\_generator

fit\_generator(self, generator, steps\_per\_epoch=**None**, epochs=1, verbose=1, callbacks=**None**, validation\_data=**None**, validation\_steps=**None**, class\_weight=**None**, max\_queue\_size=10, workers=1, use\_multiprocessing=**False**, shuffle=**True**, initial\_epoch=0)

Fits the model on data generated batch-by-batch by a Python generator.

The generator is run in parallel to the model, for efficiency. For instance, this allows you to do real-time data augmentation on images on CPU in parallel to training your model on GPU.

The use of keras.utils.Sequence guarantees the ordering and guarantees the single use of every input per epoch when using use\_multiprocessing=True.

**Arguments**

* **generator**: A generator or an instance of Sequence (keras.utils.Sequence) object in order to avoid duplicate data when using multiprocessing. The output of the generator must be either
* a tuple (inputs, targets)
* a tuple (inputs, targets, sample\_weights). This tuple (a single output of the generator) makes a single batch. Therefore, all arrays in this tuple must have the same length (equal to the size of this batch). Different batches may have different sizes. For example, the last batch of the epoch is commonly smaller than the others, if the size of the dataset is not divisible by the batch size. The generator is expected to loop over its data indefinitely. An epoch finishes when steps\_per\_epoch batches have been seen by the model.
* **steps\_per\_epoch**: Total number of steps (batches of samples) to yield from generator before declaring one epoch finished and starting the next epoch. It should typically be equal to the number of samples of your dataset divided by the batch size. Optional for Sequence: if unspecified, will use the len(generator) as a number of steps.
* **epochs**: Integer, total number of iterations on the data. Note that in conjunction with initial\_epoch, the parameter epochs is to be understood as "final epoch". The model is not trained for n steps given by epochs, but until the epoch epochs is reached.
* **verbose**: Integer. 0, 1, or 2. Verbosity mode. 0 = silent, 1 = progress bar, 2 = one line per epoch.
* **callbacks**: List of keras.callbacks.Callback instances. List of callbacks to apply during training. See [callbacks](https://keras.io/callbacks).
* **validation\_data**: This can be either
* a generator for the validation data
* a tuple (inputs, targets)
* a tuple (inputs, targets, sample\_weights).
* **validation\_steps**: Only relevant if validation\_data is a generator. Total number of steps (batches of samples) to yield from validation\_data generator before stopping at the end of every epoch. It should typically be equal to the number of samples of your validation dataset divided by the batch size. Optional for Sequence: if unspecified, will use the len(validation\_data) as a number of steps.
* **class\_weight**: Optional dictionary mapping class indices (integers) to a weight (float) value, used for weighting the loss function (during training only). This can be useful to tell the model to "pay more attention" to samples from an under-represented class.
* **max\_queue\_size**: Integer. Maximum size for the generator queue. If unspecified, max\_queue\_size will default to 10.
* **workers**: Integer. Maximum number of processes to spin up when using process-based threading. If unspecified, workerswill default to 1. If 0, will execute the generator on the main thread.
* **use\_multiprocessing**: Boolean. If True, use process-based threading. If unspecified, use\_multiprocessing will default to False. Note that because this implementation relies on multiprocessing, you should not pass non-picklable arguments to the generator as they can't be passed easily to children processes.
* **shuffle**: Boolean (whether to shuffle the order of the batches at the beginning of each epoch. Only used with instances of Sequence (keras.utils.Sequence). Has no effect when steps\_per\_epoch is not None.
* **initial\_epoch**: Integer. Epoch at which to start training (useful for resuming a previous training run).

**Returns**

A History object.

**Raises**

* **RuntimeError**: if the model was never compiled.
* **ValueError**: In case the generator yields data in an invalid format.

**Example**

**def** **generate\_arrays\_from\_file**(path):

**while** **True**:

**with** open(path) **as** f:

**for** line **in** f:

*# create Numpy arrays of input data*

*# and labels, from each line in the file*

x, y = process\_line(line)

**yield** (x, y)

model.fit\_generator(generate\_arrays\_from\_file('/my\_file.txt'),

steps\_per\_epoch=1000, epochs=10)

### evaluate\_generator

evaluate\_generator(self, generator, steps=**None**, max\_queue\_size=10, workers=1, use\_multiprocessing=**False**)

Evaluates the model on a data generator.

The generator should return the same kind of data as accepted by test\_on\_batch.

**Arguments**

* **generator**: Generator yielding tuples (inputs, targets) or (inputs, targets, sample\_weights)
* **steps**: Total number of steps (batches of samples) to yield from generator before stopping. Optional for Sequence: if unspecified, will use the len(generator) as a number of steps.
* **max\_queue\_size**: maximum size for the generator queue
* **workers**: maximum number of processes to spin up
* **use\_multiprocessing**: if True, use process based threading. Note that because this implementation relies on multiprocessing, you should not pass non picklable arguments to the generator as they can't be passed easily to children processes.

**Returns**

Scalar test loss (if the model has no metrics) or list of scalars (if the model computes other metrics). The attribute model.metrics\_names will give you the display labels for the scalar outputs.

**Raises**

* **RuntimeError**: if the model was never compiled.

### predict\_generator

predict\_generator(self, generator, steps=**None**, max\_queue\_size=10, workers=1, use\_multiprocessing=**False**, verbose=0)

Generates predictions for the input samples from a data generator.

The generator should return the same kind of data as accepted by predict\_on\_batch.

**Arguments**

* **generator**: generator yielding batches of input samples.
* **steps**: Total number of steps (batches of samples) to yield from generator before stopping. Optional for Sequence: if unspecified, will use the len(generator) as a number of steps.
* **max\_queue\_size**: maximum size for the generator queue
* **workers**: maximum number of processes to spin up
* **use\_multiprocessing**: if True, use process based threading. Note that because this implementation relies on multiprocessing, you should not pass non picklable arguments to the generator as they can't be passed easily to children processes.
* **verbose**: verbosity mode, 0 or 1.

**Returns**

A Numpy array of predictions.

### get\_layer

get\_layer(self, name=**None**, index=**None**)

Retrieve a layer that is part of the model.

Returns a layer based on either its name (unique) or its index in the graph. Indices are based on order of horizontal graph traversal (bottom-up).

**Arguments**

* **name**: string, name of layer.
* **index**: integer, index of layer.

**Returns**

A layer instance.

Layers:

# About Keras layers

All Keras layers have a number of methods in common:

* layer.get\_weights(): returns the weights of the layer as a list of Numpy arrays.
* layer.set\_weights(weights): sets the weights of the layer from a list of Numpy arrays (with the same shapes as the output of get\_weights).
* layer.get\_config(): returns a dictionary containing the configuration of the layer. The layer can be reinstantiated from its config via:

layer = Dense(32)

config = layer.get\_config()

reconstructed\_layer = Dense.from\_config(config)

Or:

**from** keras **import** layers

config = layer.get\_config()

layer = layers.deserialize({'class\_name': layer.\_\_class\_\_.\_\_name\_\_,

'config': config})

If a layer has a single node (i.e. if it isn't a shared layer), you can get its input tensor, output tensor, input shape and output shape via:

* layer.input
* layer.output
* layer.input\_shape
* layer.output\_shape

If the layer has multiple nodes (see: [the concept of layer node and shared layers](https://keras.io/getting-started/functional-api-guide/#the-concept-of-layer-node)), you can use the following methods:

* layer.get\_input\_at(node\_index)
* layer.get\_output\_at(node\_index)
* layer.get\_input\_shape\_at(node\_index)
* layer.get\_output\_shape\_at(node\_index)

### Dense

keras.layers.Dense(units, activation=**None**, use\_bias=**True**, kernel\_initializer='glorot\_uniform', bias\_initializer='zeros', kernel\_regularizer=**None**, bias\_regularizer=**None**, activity\_regularizer=**None**, kernel\_constraint=**None**, bias\_constraint=**None**)

Just your regular densely-connected NN layer.

Dense implements the operation: output = activation(dot(input, kernel) + bias) where activation is the element-wise activation function passed as the activation argument, kernel is a weights matrix created by the layer, and bias is a bias vector created by the layer (only applicable if use\_bias is True).

* **Note**: if the input to the layer has a rank greater than 2, then it is flattened prior to the initial dot product with kernel.

**Example**

*# as first layer in a sequential model:*

model = Sequential()

model.add(Dense(32, input\_shape=(16,)))

*# now the model will take as input arrays of shape (\*, 16)*

*# and output arrays of shape (\*, 32)*

*# after the first layer, you don't need to specify*

*# the size of the input anymore:*

model.add(Dense(32))

**Arguments**

* **units**: Positive integer, dimensionality of the output space.
* **activation**: Activation function to use (see [activations](https://keras.io/activations/)). If you don't specify anything, no activation is applied (ie. "linear" activation: a(x) = x).
* **use\_bias**: Boolean, whether the layer uses a bias vector.
* **kernel\_initializer**: Initializer for the kernel weights matrix (see [initializers](https://keras.io/initializers/)).
* **bias\_initializer**: Initializer for the bias vector (see [initializers](https://keras.io/initializers/)).
* **kernel\_regularizer**: Regularizer function applied to the kernel weights matrix (see [regularizer](https://keras.io/regularizers/)).
* **bias\_regularizer**: Regularizer function applied to the bias vector (see [regularizer](https://keras.io/regularizers/)).
* **activity\_regularizer**: Regularizer function applied to the output of the layer (its "activation"). (see [regularizer](https://keras.io/regularizers/)).
* **kernel\_constraint**: Constraint function applied to the kernel weights matrix (see [constraints](https://keras.io/constraints/)).
* **bias\_constraint**: Constraint function applied to the bias vector (see [constraints](https://keras.io/constraints/)).

**Input shape**

nD tensor with shape: (batch\_size, ..., input\_dim). The most common situation would be a 2D input with shape (batch\_size, input\_dim).

**Output shape**

nD tensor with shape: (batch\_size, ..., units). For instance, for a 2D input with shape (batch\_size, input\_dim), the output would have shape (batch\_size, units).

### Activation

keras.layers.Activation(activation)

Applies an activation function to an output.

**Arguments**

* **activation**: name of activation function to use (see: [activations](https://keras.io/activations/)), or alternatively, a Theano or TensorFlow operation.

**Input shape**

Arbitrary. Use the keyword argument input\_shape (tuple of integers, does not include the samples axis) when using this layer as the first layer in a model.

**Output shape**

Same shape as input.

### Dropout

keras.layers.Dropout(rate, noise\_shape=**None**, seed=**None**)

Applies Dropout to the input.

Dropout consists in randomly setting a fraction rate of input units to 0 at each update during training time, which helps prevent overfitting.

**Arguments**

* **rate**: float between 0 and 1. Fraction of the input units to drop.
* **noise\_shape**: 1D integer tensor representing the shape of the binary dropout mask that will be multiplied with the input. For instance, if your inputs have shape (batch\_size, timesteps, features) and you want the dropout mask to be the same for all timesteps, you can use noise\_shape=(batch\_size, 1, features).
* **seed**: A Python integer to use as random seed.

**References**

* [Dropout: A Simple Way to Prevent Neural Networks from Overfitting](http://www.cs.toronto.edu/~rsalakhu/papers/srivastava14a.pdf)

### Flatten

keras.layers.Flatten(data\_format='channels\_last')

Flattens the input. Does not affect the batch size.

**Arguments**

* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, ..., channels) while channels\_first corresponds to inputs with shape (batch, channels, ...).

**Example**

model = Sequential()

model.add(Conv2D(64, 3, 3,

border\_mode='same',

input\_shape=(3, 32, 32)))

*# now: model.output\_shape == (None, 64, 32, 32)*

model.add(Flatten())

*# now: model.output\_shape == (None, 65536)*

### Input

keras.engine.topology.Input()

Input() is used to instantiate a Keras tensor.

A Keras tensor is a tensor object from the underlying backend (Theano, TensorFlow or CNTK), which we augment with certain attributes that allow us to build a Keras model just by knowing the inputs and outputs of the model.

For instance, if a, b and c are Keras tensors, it becomes possible to do: model = Model(input=[a, b], output=c)

The added Keras attributes are: - **\_keras\_shape**: Integer shape tuple propagated via Keras-side shape inference. - **\_keras\_history**: Last layer applied to the tensor. the entire layer graph is retrievable from that layer, recursively.

**Arguments**

* **shape**: A shape tuple (integer), not including the batch size. For instance, shape=(32,) indicates that the expected input will be batches of 32-dimensional vectors.
* **batch\_shape**: A shape tuple (integer), including the batch size. For instance, batch\_shape=(10, 32) indicates that the expected input will be batches of 10 32-dimensional vectors. batch\_shape=(None, 32) indicates batches of an arbitrary number of 32-dimensional vectors.
* **name**: An optional name string for the layer. Should be unique in a model (do not reuse the same name twice). It will be autogenerated if it isn't provided.
* **dtype**: The data type expected by the input, as a string (float32, float64, int32...)
* **sparse**: A boolean specifying whether the placeholder to be created is sparse.
* **tensor**: Optional existing tensor to wrap into the Input layer. If set, the layer will not create a placeholder tensor.

**Returns**

A tensor.

**Example**

*# this is a logistic regression in Keras*

x = Input(shape=(32,))

y = Dense(16, activation='softmax')(x)

model = Model(x, y)

### Reshape

keras.layers.Reshape(target\_shape)

Reshapes an output to a certain shape.

**Arguments**

* **target\_shape**: target shape. Tuple of integers. Does not include the batch axis.

**Input shape**

Arbitrary, although all dimensions in the input shaped must be fixed. Use the keyword argument input\_shape (tuple of integers, does not include the batch axis) when using this layer as the first layer in a model.

**Output shape**

(batch\_size,) + target\_shape

**Example**

*# as first layer in a Sequential model*

model = Sequential()

model.add(Reshape((3, 4), input\_shape=(12,)))

*# now: model.output\_shape == (None, 3, 4)*

*# note: `None` is the batch dimension*

*# as intermediate layer in a Sequential model*

model.add(Reshape((6, 2)))

*# now: model.output\_shape == (None, 6, 2)*

*# also supports shape inference using `-1` as dimension*

model.add(Reshape((-1, 2, 2)))

*# now: model.output\_shape == (None, 3, 2, 2)*

### Permute

keras.layers.Permute(dims)

Permutes the dimensions of the input according to a given pattern.

Useful for e.g. connecting RNNs and convnets together.

**Example**

model = Sequential()

model.add(Permute((2, 1), input\_shape=(10, 64)))

*# now: model.output\_shape == (None, 64, 10)*

*# note: `None` is the batch dimension*

**Arguments**

* **dims**: Tuple of integers. Permutation pattern, does not include the samples dimension. Indexing starts at 1. For instance, (2, 1) permutes the first and second dimension of the input.

**Input shape**

Arbitrary. Use the keyword argument input\_shape (tuple of integers, does not include the samples axis) when using this layer as the first layer in a model.

**Output shape**

Same as the input shape, but with the dimensions re-ordered according to the specified pattern.

### RepeatVector

keras.layers.RepeatVector(n)

Repeats the input n times.

**Example**

model = Sequential()

model.add(Dense(32, input\_dim=32))

*# now: model.output\_shape == (None, 32)*

*# note: `None` is the batch dimension*

model.add(RepeatVector(3))

*# now: model.output\_shape == (None, 3, 32)*

**Arguments**

* **n**: integer, repetition factor.

**Input shape**

2D tensor of shape (num\_samples, features).

**Output shape**

3D tensor of shape (num\_samples, n, features).

### Lambda

keras.layers.Lambda(function, output\_shape=**None**, mask=**None**, arguments=**None**)

Wraps arbitrary expression as a Layer object.

**Examples**

*# add a x -> x^2 layer*

model.add(Lambda(**lambda** x: x \*\* 2))

*# add a layer that returns the concatenation*

*# of the positive part of the input and*

*# the opposite of the negative part*

**def** **antirectifier**(x):

x -= K.mean(x, axis=1, keepdims=**True**)

x = K.l2\_normalize(x, axis=1)

pos = K.relu(x)

neg = K.relu(-x)

**return** K.concatenate([pos, neg], axis=1)

**def** **antirectifier\_output\_shape**(input\_shape):

shape = list(input\_shape)

**assert** len(shape) == 2 *# only valid for 2D tensors*

shape[-1] \*= 2

**return** tuple(shape)

model.add(Lambda(antirectifier,

output\_shape=antirectifier\_output\_shape))

**Arguments**

* **function**: The function to be evaluated. Takes input tensor as first argument.
* **output\_shape**: Expected output shape from function. Only relevant when using Theano. Can be a tuple or function. If a tuple, it only specifies the first dimension onward; sample dimension is assumed either the same as the input:output\_shape = (input\_shape[0], ) + output\_shape or, the input is None and the sample dimension is also None:output\_shape = (None, ) + output\_shape If a function, it specifies the entire shape as a function of the input shape: output\_shape = f(input\_shape)
* **arguments**: optional dictionary of keyword arguments to be passed to the function.

**Input shape**

Arbitrary. Use the keyword argument input\_shape (tuple of integers, does not include the samples axis) when using this layer as the first layer in a model.

**Output shape**

Specified by output\_shape argument (or auto-inferred when using TensorFlow).

### ActivityRegularization

keras.layers.ActivityRegularization(l1=0.0, l2=0.0)

Layer that applies an update to the cost function based input activity.

**Arguments**

* **l1**: L1 regularization factor (positive float).
* **l2**: L2 regularization factor (positive float).

**Input shape**

Arbitrary. Use the keyword argument input\_shape (tuple of integers, does not include the samples axis) when using this layer as the first layer in a model.

**Output shape**

Same shape as input.

### Masking

keras.layers.Masking(mask\_value=0.0)

Masks a sequence by using a mask value to skip timesteps.

For each timestep in the input tensor (dimension #1 in the tensor), if all values in the input tensor at that timestep are equal to mask\_value, then the timestep will be masked (skipped) in all downstream layers (as long as they support masking).

If any downstream layer does not support masking yet receives such an input mask, an exception will be raised.

**Example**

Consider a Numpy data array x of shape (samples, timesteps, features), to be fed to an LSTM layer. You want to mask timestep #3 and #5 because you lack data for these timesteps. You can:

* set x[:, 3, :] = 0. and x[:, 5, :] = 0.
* insert a Masking layer with mask\_value=0. before the LSTM layer:

model = Sequential()

model.add(Masking(mask\_value=0., input\_shape=(timesteps, features)))

model.add(LSTM(32))

Convolution layers:

### Conv1D

keras.layers.Conv1D(filters, kernel\_size, strides=1, padding='valid', dilation\_rate=1, activation=**None**, use\_bias=**True**, kernel\_initializer='glorot\_uniform', bias\_initializer='zeros', kernel\_regularizer=**None**, bias\_regularizer=**None**, activity\_regularizer=**None**, kernel\_constraint=**None**, bias\_constraint=**None**)

1D convolution layer (e.g. temporal convolution).

This layer creates a convolution kernel that is convolved with the layer input over a single spatial (or temporal) dimension to produce a tensor of outputs. If use\_bias is True, a bias vector is created and added to the outputs. Finally, if activation is not None, it is applied to the outputs as well.

When using this layer as the first layer in a model, provide an input\_shape argument (tuple of integers or None, e.g. (10, 128) for sequences of 10 vectors of 128-dimensional vectors, or (None, 128) for variable-length sequences of 128-dimensional vectors.

**Arguments**

* **filters**: Integer, the dimensionality of the output space (i.e. the number of output filters in the convolution).
* **kernel\_size**: An integer or tuple/list of a single integer, specifying the length of the 1D convolution window.
* **strides**: An integer or tuple/list of a single integer, specifying the stride length of the convolution. Specifying any stride value != 1 is incompatible with specifying any dilation\_rate value != 1.
* **padding**: One of "valid", "causal" or "same" (case-insensitive). "valid" means "no padding". "same" results in padding the input such that the output has the same length as the original input. "causal" results in causal (dilated) convolutions, e.g. output[t] does not depend on input[t+1:]. Useful when modeling temporal data where the model should not violate the temporal order. See [WaveNet: A Generative Model for Raw Audio, section 2.1](https://arxiv.org/abs/1609.03499).
* **dilation\_rate**: an integer or tuple/list of a single integer, specifying the dilation rate to use for dilated convolution. Currently, specifying any dilation\_rate value != 1 is incompatible with specifying any strides value != 1.
* **activation**: Activation function to use (see [activations](https://keras.io/activations/)). If you don't specify anything, no activation is applied (ie. "linear" activation: a(x) = x).
* **use\_bias**: Boolean, whether the layer uses a bias vector.
* **kernel\_initializer**: Initializer for the kernel weights matrix (see [initializers](https://keras.io/initializers/)).
* **bias\_initializer**: Initializer for the bias vector (see [initializers](https://keras.io/initializers/)).
* **kernel\_regularizer**: Regularizer function applied to the kernel weights matrix (see [regularizer](https://keras.io/regularizers/)).
* **bias\_regularizer**: Regularizer function applied to the bias vector (see [regularizer](https://keras.io/regularizers/)).
* **activity\_regularizer**: Regularizer function applied to the output of the layer (its "activation"). (see [regularizer](https://keras.io/regularizers/)).
* **kernel\_constraint**: Constraint function applied to the kernel matrix (see [constraints](https://keras.io/constraints/)).
* **bias\_constraint**: Constraint function applied to the bias vector (see [constraints](https://keras.io/constraints/)).

**Input shape**

3D tensor with shape: (batch\_size, steps, input\_dim)

**Output shape**

3D tensor with shape: (batch\_size, new\_steps, filters) steps value might have changed due to padding or strides.

### Conv2D

keras.layers.Conv2D(filters, kernel\_size, strides=(1, 1), padding='valid', data\_format=**None**, dilation\_rate=(1, 1), activation=**None**, use\_bias=**True**, kernel\_initializer='glorot\_uniform', bias\_initializer='zeros', kernel\_regularizer=**None**, bias\_regularizer=**None**, activity\_regularizer=**None**, kernel\_constraint=**None**, bias\_constraint=**None**)

2D convolution layer (e.g. spatial convolution over images).

This layer creates a convolution kernel that is convolved with the layer input to produce a tensor of outputs. If use\_bias is True, a bias vector is created and added to the outputs. Finally, if activation is not None, it is applied to the outputs as well.

When using this layer as the first layer in a model, provide the keyword argument input\_shape (tuple of integers, does not include the sample axis), e.g. input\_shape=(128, 128, 3) for 128x128 RGB pictures in data\_format="channels\_last".

**Arguments**

* **filters**: Integer, the dimensionality of the output space (i.e. the number of output filters in the convolution).
* **kernel\_size**: An integer or tuple/list of 2 integers, specifying the width and height of the 2D convolution window. Can be a single integer to specify the same value for all spatial dimensions.
* **strides**: An integer or tuple/list of 2 integers, specifying the strides of the convolution along the width and height. Can be a single integer to specify the same value for all spatial dimensions. Specifying any stride value != 1 is incompatible with specifying any dilation\_rate value != 1.
* **padding**: one of "valid" or "same" (case-insensitive). Note that "same" is slightly inconsistent across backends withstrides != 1, as described [here](https://github.com/keras-team/keras/pull/9473#issuecomment-372166860)
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, height, width, channels) while channels\_firstcorresponds to inputs with shape (batch, channels, height, width). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".
* **dilation\_rate**: an integer or tuple/list of 2 integers, specifying the dilation rate to use for dilated convolution. Can be a single integer to specify the same value for all spatial dimensions. Currently, specifying any dilation\_rate value != 1 is incompatible with specifying any stride value != 1.
* **activation**: Activation function to use (see [activations](https://keras.io/activations/)). If you don't specify anything, no activation is applied (ie. "linear" activation: a(x) = x).
* **use\_bias**: Boolean, whether the layer uses a bias vector.
* **kernel\_initializer**: Initializer for the kernel weights matrix (see [initializers](https://keras.io/initializers/)).
* **bias\_initializer**: Initializer for the bias vector (see [initializers](https://keras.io/initializers/)).
* **kernel\_regularizer**: Regularizer function applied to the kernel weights matrix (see [regularizer](https://keras.io/regularizers/)).
* **bias\_regularizer**: Regularizer function applied to the bias vector (see [regularizer](https://keras.io/regularizers/)).
* **activity\_regularizer**: Regularizer function applied to the output of the layer (its "activation"). (see [regularizer](https://keras.io/regularizers/)).
* **kernel\_constraint**: Constraint function applied to the kernel matrix (see [constraints](https://keras.io/constraints/)).
* **bias\_constraint**: Constraint function applied to the bias vector (see [constraints](https://keras.io/constraints/)).

**Input shape**

4D tensor with shape: (samples, channels, rows, cols) if data\_format='channels\_first' or 4D tensor with shape:(samples, rows, cols, channels) if data\_format='channels\_last'.

**Output shape**

4D tensor with shape: (samples, filters, new\_rows, new\_cols) if data\_format='channels\_first' or 4D tensor with shape: (samples, new\_rows, new\_cols, filters) if data\_format='channels\_last'. rows and cols values might have changed due to padding.

### SeparableConv2D

keras.layers.SeparableConv2D(filters, kernel\_size, strides=(1, 1), padding='valid', data\_format=**None**, dilation\_rate=(1, 1), depth\_multiplier=1, activation=**None**, use\_bias=**True**, depthwise\_initializer='glorot\_uniform', pointwise\_initializer='glorot\_uniform', bias\_initializer='zeros', depthwise\_regularizer=**None**, pointwise\_regularizer=**None**, bias\_regularizer=**None**, activity\_regularizer=**None**, depthwise\_constraint=**None**, pointwise\_constraint=**None**, bias\_constraint=**None**)

Depthwise separable 2D convolution.

Separable convolutions consist in first performing a depthwise spatial convolution (which acts on each input channel separately) followed by a pointwise convolution which mixes together the resulting output channels. The depth\_multiplier argument controls how many output channels are generated per input channel in the depthwise step.

Intuitively, separable convolutions can be understood as a way to factorize a convolution kernel into two smaller kernels, or as an extreme version of an Inception block.

**Arguments**

* **filters**: Integer, the dimensionality of the output space (i.e. the number of output filters in the convolution).
* **kernel\_size**: An integer or tuple/list of 2 integers, specifying the width and height of the 2D convolution window. Can be a single integer to specify the same value for all spatial dimensions.
* **strides**: An integer or tuple/list of 2 integers, specifying the strides of the convolution along the width and height. Can be a single integer to specify the same value for all spatial dimensions. Specifying any stride value != 1 is incompatible with specifying any dilation\_rate value != 1.
* **padding**: one of "valid" or "same" (case-insensitive).
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, height, width, channels) while channels\_firstcorresponds to inputs with shape (batch, channels, height, width). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".
* **dilation\_rate**: An integer or tuple/list of 2 integers, specifying the dilation rate to use for dilated convolution. Currently, specifying any dilation\_rate value != 1 is incompatible with specifying any strides value != 1.
* **depth\_multiplier**: The number of depthwise convolution output channels for each input channel. The total number of depthwise convolution output channels will be equal to filters\_in \* depth\_multiplier.
* **activation**: Activation function to use (see [activations](https://keras.io/activations/)). If you don't specify anything, no activation is applied (ie. "linear" activation: a(x) = x).
* **use\_bias**: Boolean, whether the layer uses a bias vector.
* **depthwise\_initializer**: Initializer for the depthwise kernel matrix (see [initializers](https://keras.io/initializers/)).
* **pointwise\_initializer**: Initializer for the pointwise kernel matrix (see [initializers](https://keras.io/initializers/)).
* **bias\_initializer**: Initializer for the bias vector (see [initializers](https://keras.io/initializers/)).
* **depthwise\_regularizer**: Regularizer function applied to the depthwise kernel matrix (see [regularizer](https://keras.io/regularizers/)).
* **pointwise\_regularizer**: Regularizer function applied to the pointwise kernel matrix (see [regularizer](https://keras.io/regularizers/)).
* **bias\_regularizer**: Regularizer function applied to the bias vector (see [regularizer](https://keras.io/regularizers/)).
* **activity\_regularizer**: Regularizer function applied to the output of the layer (its "activation"). (see [regularizer](https://keras.io/regularizers/)).
* **depthwise\_constraint**: Constraint function applied to the depthwise kernel matrix (see [constraints](https://keras.io/constraints/)).
* **pointwise\_constraint**: Constraint function applied to the pointwise kernel matrix (see [constraints](https://keras.io/constraints/)).
* **bias\_constraint**: Constraint function applied to the bias vector (see [constraints](https://keras.io/constraints/)).

**Input shape**

4D tensor with shape: (batch, channels, rows, cols) if data\_format='channels\_first' or 4D tensor with shape:(batch, rows, cols, channels) if data\_format='channels\_last'.

**Output shape**

4D tensor with shape: (batch, filters, new\_rows, new\_cols) if data\_format='channels\_first' or 4D tensor with shape: (batch, new\_rows, new\_cols, filters) if data\_format='channels\_last'. rows and cols values might have changed due to padding.

### Conv2DTranspose

keras.layers.Conv2DTranspose(filters, kernel\_size, strides=(1, 1), padding='valid', data\_format=**None**, activation=**None**, use\_bias=**True**, kernel\_initializer='glorot\_uniform', bias\_initializer='zeros', kernel\_regularizer=**None**, bias\_regularizer=**None**, activity\_regularizer=**None**, kernel\_constraint=**None**, bias\_constraint=**None**)

Transposed convolution layer (sometimes called Deconvolution).

The need for transposed convolutions generally arises from the desire to use a transformation going in the opposite direction of a normal convolution, i.e., from something that has the shape of the output of some convolution to something that has the shape of its input while maintaining a connectivity pattern that is compatible with said convolution.

When using this layer as the first layer in a model, provide the keyword argument input\_shape (tuple of integers, does not include the sample axis), e.g. input\_shape=(128, 128, 3) for 128x128 RGB pictures in data\_format="channels\_last".

**Arguments**

* **filters**: Integer, the dimensionality of the output space (i.e. the number of output filters in the convolution).
* **kernel\_size**: An integer or tuple/list of 2 integers, specifying the width and height of the 2D convolution window. Can be a single integer to specify the same value for all spatial dimensions.
* **strides**: An integer or tuple/list of 2 integers, specifying the strides of the convolution along the width and height. Can be a single integer to specify the same value for all spatial dimensions. Specifying any stride value != 1 is incompatible with specifying any dilation\_rate value != 1.
* **padding**: one of "valid" or "same" (case-insensitive).
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, height, width, channels) while channels\_firstcorresponds to inputs with shape (batch, channels, height, width). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".
* **dilation\_rate**: an integer or tuple/list of 2 integers, specifying the dilation rate to use for dilated convolution. Can be a single integer to specify the same value for all spatial dimensions. Currently, specifying any dilation\_rate value != 1 is incompatible with specifying any stride value != 1.
* **activation**: Activation function to use (see [activations](https://keras.io/activations/)). If you don't specify anything, no activation is applied (ie. "linear" activation: a(x) = x).
* **use\_bias**: Boolean, whether the layer uses a bias vector.
* **kernel\_initializer**: Initializer for the kernel weights matrix (see [initializers](https://keras.io/initializers/)).
* **bias\_initializer**: Initializer for the bias vector (see [initializers](https://keras.io/initializers/)).
* **kernel\_regularizer**: Regularizer function applied to the kernel weights matrix (see [regularizer](https://keras.io/regularizers/)).
* **bias\_regularizer**: Regularizer function applied to the bias vector (see [regularizer](https://keras.io/regularizers/)).
* **activity\_regularizer**: Regularizer function applied to the output of the layer (its "activation"). (see [regularizer](https://keras.io/regularizers/)).
* **kernel\_constraint**: Constraint function applied to the kernel matrix (see [constraints](https://keras.io/constraints/)).
* **bias\_constraint**: Constraint function applied to the bias vector (see [constraints](https://keras.io/constraints/)).

**Input shape**

4D tensor with shape: (batch, channels, rows, cols) if data\_format='channels\_first' or 4D tensor with shape:(batch, rows, cols, channels) if data\_format='channels\_last'.

**Output shape**

4D tensor with shape: (batch, filters, new\_rows, new\_cols) if data\_format='channels\_first' or 4D tensor with shape: (batch, new\_rows, new\_cols, filters) if data\_format='channels\_last'. rows and cols values might have changed due to padding.

**References**

* [A guide to convolution arithmetic for deep learning](https://arxiv.org/abs/1603.07285v1)
* [Deconvolutional Networks](http://www.matthewzeiler.com/pubs/cvpr2010/cvpr2010.pdf)

### Conv3D

keras.layers.Conv3D(filters, kernel\_size, strides=(1, 1, 1), padding='valid', data\_format=**None**, dilation\_rate=(1, 1, 1), activation=**None**, use\_bias=**True**, kernel\_initializer='glorot\_uniform', bias\_initializer='zeros', kernel\_regularizer=**None**, bias\_regularizer=**None**, activity\_regularizer=**None**, kernel\_constraint=**None**, bias\_constraint=**None**)

3D convolution layer (e.g. spatial convolution over volumes).

This layer creates a convolution kernel that is convolved with the layer input to produce a tensor of outputs. If use\_bias is True, a bias vector is created and added to the outputs. Finally, if activation is not None, it is applied to the outputs as well.

When using this layer as the first layer in a model, provide the keyword argument input\_shape (tuple of integers, does not include the sample axis), e.g. input\_shape=(128, 128, 128, 1) for 128x128x128 volumes with a single channel, in data\_format="channels\_last".

**Arguments**

* **filters**: Integer, the dimensionality of the output space (i.e. the number of output filters in the convolution).
* **kernel\_size**: An integer or tuple/list of 3 integers, specifying the depth, height and width of the 3D convolution window. Can be a single integer to specify the same value for all spatial dimensions.
* **strides**: An integer or tuple/list of 3 integers, specifying the strides of the convolution along each spatial dimension. Can be a single integer to specify the same value for all spatial dimensions. Specifying any stride value != 1 is incompatible with specifying any dilation\_rate value != 1.
* **padding**: one of "valid" or "same" (case-insensitive).
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, spatial\_dim1, spatial\_dim2, spatial\_dim3, channels)while channels\_first corresponds to inputs with shape(batch, channels, spatial\_dim1, spatial\_dim2, spatial\_dim3). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".
* **dilation\_rate**: an integer or tuple/list of 3 integers, specifying the dilation rate to use for dilated convolution. Can be a single integer to specify the same value for all spatial dimensions. Currently, specifying any dilation\_rate value != 1 is incompatible with specifying any stride value != 1.
* **activation**: Activation function to use (see [activations](https://keras.io/activations/)). If you don't specify anything, no activation is applied (ie. "linear" activation: a(x) = x).
* **use\_bias**: Boolean, whether the layer uses a bias vector.
* **kernel\_initializer**: Initializer for the kernel weights matrix (see [initializers](https://keras.io/initializers/)).
* **bias\_initializer**: Initializer for the bias vector (see [initializers](https://keras.io/initializers/)).
* **kernel\_regularizer**: Regularizer function applied to the kernel weights matrix (see [regularizer](https://keras.io/regularizers/)).
* **bias\_regularizer**: Regularizer function applied to the bias vector (see [regularizer](https://keras.io/regularizers/)).
* **activity\_regularizer**: Regularizer function applied to the output of the layer (its "activation"). (see [regularizer](https://keras.io/regularizers/)).
* **kernel\_constraint**: Constraint function applied to the kernel matrix (see [constraints](https://keras.io/constraints/)).
* **bias\_constraint**: Constraint function applied to the bias vector (see [constraints](https://keras.io/constraints/)).

**Input shape**

5D tensor with shape: (samples, channels, conv\_dim1, conv\_dim2, conv\_dim3) if data\_format='channels\_first' or 5D tensor with shape: (samples, conv\_dim1, conv\_dim2, conv\_dim3, channels) if data\_format='channels\_last'.

**Output shape**

5D tensor with shape: (samples, filters, new\_conv\_dim1, new\_conv\_dim2, new\_conv\_dim3) if data\_format='channels\_first' or 5D tensor with shape:(samples, new\_conv\_dim1, new\_conv\_dim2, new\_conv\_dim3, filters) if data\_format='channels\_last'.new\_conv\_dim1, new\_conv\_dim2 and new\_conv\_dim3 values might have changed due to padding.

### Cropping1D

keras.layers.Cropping1D(cropping=(1, 1))

Cropping layer for 1D input (e.g. temporal sequence).

It crops along the time dimension (axis 1).

**Arguments**

* **cropping**: int or tuple of int (length 2) How many units should be trimmed off at the beginning and end of the cropping dimension (axis 1). If a single int is provided, the same value will be used for both.

**Input shape**

3D tensor with shape (batch, axis\_to\_crop, features)

**Output shape**

3D tensor with shape (batch, cropped\_axis, features)

### Cropping2D

keras.layers.Cropping2D(cropping=((0, 0), (0, 0)), data\_format=**None**)

Cropping layer for 2D input (e.g. picture).

It crops along spatial dimensions, i.e. width and height.

**Arguments**

* **cropping**: int, or tuple of 2 ints, or tuple of 2 tuples of 2 ints.
* If int: the same symmetric cropping is applied to width and height.
* If tuple of 2 ints: interpreted as two different symmetric cropping values for height and width:(symmetric\_height\_crop, symmetric\_width\_crop).
* If tuple of 2 tuples of 2 ints: interpreted as ((top\_crop, bottom\_crop), (left\_crop, right\_crop))
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, height, width, channels) while channels\_firstcorresponds to inputs with shape (batch, channels, height, width). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

4D tensor with shape: - If data\_format is "channels\_last": (batch, rows, cols, channels) - If data\_formatis "channels\_first": (batch, channels, rows, cols)

**Output shape**

4D tensor with shape: - If data\_format is "channels\_last": (batch, cropped\_rows, cropped\_cols, channels)- If data\_format is "channels\_first": (batch, channels, cropped\_rows, cropped\_cols)

**Examples**

*# Crop the input 2D images or feature maps*

model = Sequential()

model.add(Cropping2D(cropping=((2, 2), (4, 4)),

input\_shape=(28, 28, 3)))

*# now model.output\_shape == (None, 24, 20, 3)*

model.add(Conv2D(64, (3, 3), padding='same'))

model.add(Cropping2D(cropping=((2, 2), (2, 2))))

*# now model.output\_shape == (None, 20, 16. 64)*

### Cropping3D

keras.layers.Cropping3D(cropping=((1, 1), (1, 1), (1, 1)), data\_format=**None**)

Cropping layer for 3D data (e.g. spatial or spatio-temporal).

**Arguments**

* **cropping**: int, or tuple of 3 ints, or tuple of 3 tuples of 2 ints.
* If int: the same symmetric cropping is applied to depth, height, and width.
* If tuple of 3 ints: interpreted as two different symmetric cropping values for depth, height, and width:(symmetric\_dim1\_crop, symmetric\_dim2\_crop, symmetric\_dim3\_crop).
* If tuple of 3 tuples of 2 ints: interpreted as((left\_dim1\_crop, right\_dim1\_crop), (left\_dim2\_crop, right\_dim2\_crop), (left\_dim3\_crop, right\_dim3\_crop))
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, spatial\_dim1, spatial\_dim2, spatial\_dim3, channels)while channels\_first corresponds to inputs with shape(batch, channels, spatial\_dim1, spatial\_dim2, spatial\_dim3). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

5D tensor with shape: - If data\_format is "channels\_last":(batch, first\_axis\_to\_crop, second\_axis\_to\_crop, third\_axis\_to\_crop, depth) - If data\_format is "channels\_first": (batch, depth, first\_axis\_to\_crop, second\_axis\_to\_crop, third\_axis\_to\_crop)

**Output shape**

5D tensor with shape: - If data\_format is "channels\_last":(batch, first\_cropped\_axis, second\_cropped\_axis, third\_cropped\_axis, depth) - If data\_format is "channels\_first": (batch, depth, first\_cropped\_axis, second\_cropped\_axis, third\_cropped\_axis)

### UpSampling1D

keras.layers.UpSampling1D(size=2)

Upsampling layer for 1D inputs.

Repeats each temporal step size times along the time axis.

**Arguments**

* **size**: integer. Upsampling factor.

**Input shape**

3D tensor with shape: (batch, steps, features).

**Output shape**

3D tensor with shape: (batch, upsampled\_steps, features).

### UpSampling2D

keras.layers.UpSampling2D(size=(2, 2), data\_format=**None**)

Upsampling layer for 2D inputs.

Repeats the rows and columns of the data by size[0] and size[1] respectively.

**Arguments**

* **size**: int, or tuple of 2 integers. The upsampling factors for rows and columns.
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, height, width, channels) while channels\_firstcorresponds to inputs with shape (batch, channels, height, width). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

4D tensor with shape: - If data\_format is "channels\_last": (batch, rows, cols, channels) - If data\_formatis "channels\_first": (batch, channels, rows, cols)

**Output shape**

4D tensor with shape: - If data\_format is "channels\_last":(batch, upsampled\_rows, upsampled\_cols, channels) - If data\_format is "channels\_first":(batch, channels, upsampled\_rows, upsampled\_cols)

### UpSampling3D

keras.layers.UpSampling3D(size=(2, 2, 2), data\_format=**None**)

Upsampling layer for 3D inputs.

Repeats the 1st, 2nd and 3rd dimensions of the data by size[0], size[1] and size[2] respectively.

**Arguments**

* **size**: int, or tuple of 3 integers. The upsampling factors for dim1, dim2 and dim3.
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, spatial\_dim1, spatial\_dim2, spatial\_dim3, channels)while channels\_first corresponds to inputs with shape(batch, channels, spatial\_dim1, spatial\_dim2, spatial\_dim3). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

5D tensor with shape: - If data\_format is "channels\_last": (batch, dim1, dim2, dim3, channels) - If data\_format is "channels\_first": (batch, channels, dim1, dim2, dim3)

**Output shape**

5D tensor with shape: - If data\_format is "channels\_last":(batch, upsampled\_dim1, upsampled\_dim2, upsampled\_dim3, channels) - If data\_format is "channels\_first": (batch, channels, upsampled\_dim1, upsampled\_dim2, upsampled\_dim3)

### ZeroPadding1D

keras.layers.ZeroPadding1D(padding=1)

Zero-padding layer for 1D input (e.g. temporal sequence).

**Arguments**

* **padding**: int, or tuple of int (length 2), or dictionary.
* If int: How many zeros to add at the beginning and end of the padding dimension (axis 1).
* If tuple of int (length 2): How many zeros to add at the beginning and at the end of the padding dimension ((left\_pad, right\_pad)).

**Input shape**

3D tensor with shape (batch, axis\_to\_pad, features)

**Output shape**

3D tensor with shape (batch, padded\_axis, features)

### ZeroPadding2D

keras.layers.ZeroPadding2D(padding=(1, 1), data\_format=**None**)

Zero-padding layer for 2D input (e.g. picture).

This layer can add rows and columns of zeros at the top, bottom, left and right side of an image tensor.

**Arguments**

* **padding**: int, or tuple of 2 ints, or tuple of 2 tuples of 2 ints.
* If int: the same symmetric padding is applied to width and height.
* If tuple of 2 ints: interpreted as two different symmetric padding values for height and width:(symmetric\_height\_pad, symmetric\_width\_pad).
* If tuple of 2 tuples of 2 ints: interpreted as ((top\_pad, bottom\_pad), (left\_pad, right\_pad))
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, height, width, channels) while channels\_firstcorresponds to inputs with shape (batch, channels, height, width). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

4D tensor with shape: - If data\_format is "channels\_last": (batch, rows, cols, channels) - If data\_formatis "channels\_first": (batch, channels, rows, cols)

**Output shape**

4D tensor with shape: - If data\_format is "channels\_last": (batch, padded\_rows, padded\_cols, channels) - If data\_format is "channels\_first": (batch, channels, padded\_rows, padded\_cols)

### ZeroPadding3D

keras.layers.ZeroPadding3D(padding=(1, 1, 1), data\_format=**None**)

Zero-padding layer for 3D data (spatial or spatio-temporal).

**Arguments**

* **padding**: int, or tuple of 3 ints, or tuple of 3 tuples of 2 ints.
* If int: the same symmetric padding is applied to width and height.
* If tuple of 3 ints: interpreted as two different symmetric padding values for height and width:(symmetric\_dim1\_pad, symmetric\_dim2\_pad, symmetric\_dim3\_pad).
* If tuple of 3 tuples of 2 ints: interpreted as((left\_dim1\_pad, right\_dim1\_pad), (left\_dim2\_pad, right\_dim2\_pad), (left\_dim3\_pad, right\_dim3\_pad))
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, spatial\_dim1, spatial\_dim2, spatial\_dim3, channels)while channels\_first corresponds to inputs with shape(batch, channels, spatial\_dim1, spatial\_dim2, spatial\_dim3). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

5D tensor with shape: - If data\_format is "channels\_last":(batch, first\_axis\_to\_pad, second\_axis\_to\_pad, third\_axis\_to\_pad, depth) - If data\_format is "channels\_first": (batch, depth, first\_axis\_to\_pad, second\_axis\_to\_pad, third\_axis\_to\_pad)

**Output shape**

5D tensor with shape: - If data\_format is "channels\_last":(batch, first\_padded\_axis, second\_padded\_axis, third\_axis\_to\_pad, depth) - If data\_format is "channels\_first": (batch, depth, first\_padded\_axis, second\_padded\_axis, third\_axis\_to\_pad)

Pooling layers:

### MaxPooling1D

keras.layers.MaxPooling1D(pool\_size=2, strides=**None**, padding='valid')

Max pooling operation for temporal data.

**Arguments**

* **pool\_size**: Integer, size of the max pooling windows.
* **strides**: Integer, or None. Factor by which to downscale. E.g. 2 will halve the input. If None, it will default to pool\_size.
* **padding**: One of "valid" or "same" (case-insensitive).

**Input shape**

3D tensor with shape: (batch\_size, steps, features).

**Output shape**

3D tensor with shape: (batch\_size, downsampled\_steps, features).

### MaxPooling2D

keras.layers.MaxPooling2D(pool\_size=(2, 2), strides=**None**, padding='valid', data\_format=**None**)

Max pooling operation for spatial data.

**Arguments**

* **pool\_size**: integer or tuple of 2 integers, factors by which to downscale (vertical, horizontal). (2, 2) will halve the input in both spatial dimension. If only one integer is specified, the same window length will be used for both dimensions.
* **strides**: Integer, tuple of 2 integers, or None. Strides values. If None, it will default to pool\_size.
* **padding**: One of "valid" or "same" (case-insensitive).
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, height, width, channels) while channels\_firstcorresponds to inputs with shape (batch, channels, height, width). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

* If data\_format='channels\_last': 4D tensor with shape: (batch\_size, rows, cols, channels)
* If data\_format='channels\_first': 4D tensor with shape: (batch\_size, channels, rows, cols)

**Output shape**

* If data\_format='channels\_last': 4D tensor with shape: (batch\_size, pooled\_rows, pooled\_cols, channels)
* If data\_format='channels\_first': 4D tensor with shape: (batch\_size, channels, pooled\_rows, pooled\_cols)

### MaxPooling3D

keras.layers.MaxPooling3D(pool\_size=(2, 2, 2), strides=**None**, padding='valid', data\_format=**None**)

Max pooling operation for 3D data (spatial or spatio-temporal).

**Arguments**

* **pool\_size**: tuple of 3 integers, factors by which to downscale (dim1, dim2, dim3). (2, 2, 2) will halve the size of the 3D input in each dimension.
* **strides**: tuple of 3 integers, or None. Strides values.
* **padding**: One of "valid" or "same" (case-insensitive).
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, spatial\_dim1, spatial\_dim2, spatial\_dim3, channels)while channels\_first corresponds to inputs with shape(batch, channels, spatial\_dim1, spatial\_dim2, spatial\_dim3). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

* If data\_format='channels\_last': 5D tensor with shape:(batch\_size, spatial\_dim1, spatial\_dim2, spatial\_dim3, channels)
* If data\_format='channels\_first': 5D tensor with shape:(batch\_size, channels, spatial\_dim1, spatial\_dim2, spatial\_dim3)

**Output shape**

* If data\_format='channels\_last': 5D tensor with shape:(batch\_size, pooled\_dim1, pooled\_dim2, pooled\_dim3, channels)
* If data\_format='channels\_first': 5D tensor with shape:(batch\_size, channels, pooled\_dim1, pooled\_dim2, pooled\_dim3)

### AveragePooling1D

keras.layers.AveragePooling1D(pool\_size=2, strides=**None**, padding='valid')

Average pooling for temporal data.

**Arguments**

* **pool\_size**: Integer, size of the average pooling windows.
* **strides**: Integer, or None. Factor by which to downscale. E.g. 2 will halve the input. If None, it will default to pool\_size.
* **padding**: One of "valid" or "same" (case-insensitive).

**Input shape**

3D tensor with shape: (batch\_size, steps, features).

**Output shape**

3D tensor with shape: (batch\_size, downsampled\_steps, features).

### AveragePooling2D

keras.layers.AveragePooling2D(pool\_size=(2, 2), strides=**None**, padding='valid', data\_format=**None**)

Average pooling operation for spatial data.

**Arguments**

* **pool\_size**: integer or tuple of 2 integers, factors by which to downscale (vertical, horizontal). (2, 2) will halve the input in both spatial dimension. If only one integer is specified, the same window length will be used for both dimensions.
* **strides**: Integer, tuple of 2 integers, or None. Strides values. If None, it will default to pool\_size.
* **padding**: One of "valid" or "same" (case-insensitive).
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, height, width, channels) while channels\_firstcorresponds to inputs with shape (batch, channels, height, width). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

* If data\_format='channels\_last': 4D tensor with shape: (batch\_size, rows, cols, channels)
* If data\_format='channels\_first': 4D tensor with shape: (batch\_size, channels, rows, cols)

**Output shape**

* If data\_format='channels\_last': 4D tensor with shape: (batch\_size, pooled\_rows, pooled\_cols, channels)
* If data\_format='channels\_first': 4D tensor with shape: (batch\_size, channels, pooled\_rows, pooled\_cols)

### AveragePooling3D

keras.layers.AveragePooling3D(pool\_size=(2, 2, 2), strides=**None**, padding='valid', data\_format=**None**)

Average pooling operation for 3D data (spatial or spatio-temporal).

**Arguments**

* **pool\_size**: tuple of 3 integers, factors by which to downscale (dim1, dim2, dim3). (2, 2, 2) will halve the size of the 3D input in each dimension.
* **strides**: tuple of 3 integers, or None. Strides values.
* **padding**: One of "valid" or "same" (case-insensitive).
* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, spatial\_dim1, spatial\_dim2, spatial\_dim3, channels)while channels\_first corresponds to inputs with shape(batch, channels, spatial\_dim1, spatial\_dim2, spatial\_dim3). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

* If data\_format='channels\_last': 5D tensor with shape:(batch\_size, spatial\_dim1, spatial\_dim2, spatial\_dim3, channels)
* If data\_format='channels\_first': 5D tensor with shape:(batch\_size, channels, spatial\_dim1, spatial\_dim2, spatial\_dim3)

**Output shape**

* If data\_format='channels\_last': 5D tensor with shape:(batch\_size, pooled\_dim1, pooled\_dim2, pooled\_dim3, channels)
* If data\_format='channels\_first': 5D tensor with shape:(batch\_size, channels, pooled\_dim1, pooled\_dim2, pooled\_dim3)

### GlobalMaxPooling1D

keras.layers.GlobalMaxPooling1D()

Global max pooling operation for temporal data.

**Input shape**

3D tensor with shape: (batch\_size, steps, features).

**Output shape**

2D tensor with shape: (batch\_size, features)

### GlobalAveragePooling1D

keras.layers.GlobalAveragePooling1D()

Global average pooling operation for temporal data.

**Input shape**

3D tensor with shape: (batch\_size, steps, features).

**Output shape**

2D tensor with shape: (batch\_size, features)

### GlobalMaxPooling2D

keras.layers.GlobalMaxPooling2D(data\_format=**None**)

Global max pooling operation for spatial data.

**Arguments**

* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, height, width, channels) while channels\_firstcorresponds to inputs with shape (batch, channels, height, width). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

* If data\_format='channels\_last': 4D tensor with shape: (batch\_size, rows, cols, channels)
* If data\_format='channels\_first': 4D tensor with shape: (batch\_size, channels, rows, cols)

**Output shape**

2D tensor with shape: (batch\_size, channels)

### GlobalAveragePooling2D

keras.layers.GlobalAveragePooling2D(data\_format=**None**)

Global average pooling operation for spatial data.

**Arguments**

* **data\_format**: A string, one of channels\_last (default) or channels\_first. The ordering of the dimensions in the inputs.channels\_last corresponds to inputs with shape (batch, height, width, channels) while channels\_firstcorresponds to inputs with shape (batch, channels, height, width). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".

**Input shape**

* If data\_format='channels\_last': 4D tensor with shape: (batch\_size, rows, cols, channels)
* If data\_format='channels\_first': 4D tensor with shape: (batch\_size, channels, rows, cols)

**Output shape**

2D tensor with shape: (batch\_size, channels).

**Image preprocessing:**

## ImageDataGenerator class

keras.preprocessing.image.ImageDataGenerator(featurewise\_center=**False**, samplewise\_center=**False**, featurewise\_std\_normalization=**False**, samplewise\_std\_normalization=**False**, zca\_whitening=**False**, zca\_epsilon=1e-06, rotation\_range=0.0, width\_shift\_range=0.0, height\_shift\_range=0.0, brightness\_range=**None**, shear\_range=0.0, zoom\_range=0.0, channel\_shift\_range=0.0, fill\_mode='nearest', cval=0.0, horizontal\_flip=**False**, vertical\_flip=**False**, rescale=**None**, preprocessing\_function=**None**, data\_format=**None**, validation\_split=0.0)

Generate batches of tensor image data with real-time data augmentation. The data will be looped over (in batches).

**Arguments**

* **featurewise\_center**: Boolean. Set input mean to 0 over the dataset, feature-wise.
* **samplewise\_center**: Boolean. Set each sample mean to 0.
* **featurewise\_std\_normalization**: Boolean. Divide inputs by std of the dataset, feature-wise.
* **samplewise\_std\_normalization**: Boolean. Divide each input by its std.
* **zca\_epsilon**: epsilon for ZCA whitening. Default is 1e-6.
* **zca\_whitening**: Boolean. Apply ZCA whitening.
* **rotation\_range**: Int. Degree range for random rotations.
* **width\_shift\_range**: float, 1-D array-like or int
* **float**: fraction of total width, if < 1, or pixels if >= 1. 1-D array-like: random elements from the array.
* **int**: integer number of pixels from interval (-width\_shift\_range, +width\_shift\_range) With width\_shift\_range=2possible values are integers [-1, 0, +1], same as with width\_shift\_range=[-1, 0, +1], while with width\_shift\_range=1.0possible values are floats in the interval [-1.0, +1.0).
* **shear\_range**: Float. Shear Intensity (Shear angle in counter-clockwise direction in degrees)
* **zoom\_range**: Float or [lower, upper]. Range for random zoom. If a float, [lower, upper] = [1-zoom\_range, 1+zoom\_range].
* **channel\_shift\_range**: Float. Range for random channel shifts.
* **fill\_mode**: One of {"constant", "nearest", "reflect" or "wrap"}. Default is 'nearest'. Points outside the boundaries of the input are filled according to the given mode:
* **'constant'**: kkkkkkkk|abcd|kkkkkkkk (cval=k)
* **'nearest'**: aaaaaaaa|abcd|dddddddd
* **'reflect'**: abcddcba|abcd|dcbaabcd
* **'wrap'**: abcdabcd|abcd|abcdabcd
* **cval**: Float or Int. Value used for points outside the boundaries when fill\_mode = "constant".
* **horizontal\_flip**: Boolean. Randomly flip inputs horizontally.
* **vertical\_flip**: Boolean. Randomly flip inputs vertically.
* **rescale**: rescaling factor. Defaults to None. If None or 0, no rescaling is applied, otherwise we multiply the data by the value provided (before applying any other transformation).
* **preprocessing\_function**: function that will be implied on each input. The function will run after the image is resized and augmented. The function should take one argument: one image (Numpy tensor with rank 3), and should output a Numpy tensor with the same shape.
* **data\_format**: One of {"channels\_first", "channels\_last"}. "channels\_last" mode means that the images should have shape (samples, height, width, channels), "channels\_first" mode means that the images should have shape (samples, channels, height, width). It defaults to the image\_data\_format value found in your Keras config file at ~/.keras/keras.json. If you never set it, then it will be "channels\_last".
* **validation\_split**: Float. Fraction of images reserved for validation (strictly between 0 and 1).

**Examples**

Example of using .flow(x, y):

(x\_train, y\_train), (x\_test, y\_test) = cifar10.load\_data()

y\_train = np\_utils.to\_categorical(y\_train, num\_classes)

y\_test = np\_utils.to\_categorical(y\_test, num\_classes)

datagen = ImageDataGenerator(

featurewise\_center=**True**,

featurewise\_std\_normalization=**True**,

rotation\_range=20,

width\_shift\_range=0.2,

height\_shift\_range=0.2,

horizontal\_flip=**True**)

*# compute quantities required for featurewise normalization*

*# (std, mean, and principal components if ZCA whitening is applied)*

datagen.fit(x\_train)

*# fits the model on batches with real-time data augmentation:*

model.fit\_generator(datagen.flow(x\_train, y\_train, batch\_size=32),

steps\_per\_epoch=len(x\_train) / 32, epochs=epochs)

*# here's a more "manual" example*

**for** e **in** range(epochs):

print('Epoch', e)

batches = 0

**for** x\_batch, y\_batch **in** datagen.flow(x\_train, y\_train, batch\_size=32):

model.fit(x\_batch, y\_batch)

batches += 1

**if** batches >= len(x\_train) / 32:

*# we need to break the loop by hand because*

*# the generator loops indefinitely*

**break**

Example of using .flow\_from\_directory(directory):

train\_datagen = ImageDataGenerator(

rescale=1./255,

shear\_range=0.2,

zoom\_range=0.2,

horizontal\_flip=**True**)

test\_datagen = ImageDataGenerator(rescale=1./255)

train\_generator = train\_datagen.flow\_from\_directory(

'data/train',

target\_size=(150, 150),

batch\_size=32,

class\_mode='binary')

validation\_generator = test\_datagen.flow\_from\_directory(

'data/validation',

target\_size=(150, 150),

batch\_size=32,

class\_mode='binary')

model.fit\_generator(

train\_generator,

steps\_per\_epoch=2000,

epochs=50,

validation\_data=validation\_generator,

validation\_steps=800)

Example of transforming images and masks together.

*# we create two instances with the same arguments*

data\_gen\_args = dict(featurewise\_center=**True**,

featurewise\_std\_normalization=**True**,

rotation\_range=90.,

width\_shift\_range=0.1,

height\_shift\_range=0.1,

zoom\_range=0.2)

image\_datagen = ImageDataGenerator(\*\*data\_gen\_args)

mask\_datagen = ImageDataGenerator(\*\*data\_gen\_args)

*# Provide the same seed and keyword arguments to the fit and flow methods*

seed = 1

image\_datagen.fit(images, augment=**True**, seed=seed)

mask\_datagen.fit(masks, augment=**True**, seed=seed)

image\_generator = image\_datagen.flow\_from\_directory(

'data/images',

class\_mode=**None**,

seed=seed)

mask\_generator = mask\_datagen.flow\_from\_directory(

'data/masks',

class\_mode=**None**,

seed=seed)

*# combine generators into one which yields image and masks*

train\_generator = zip(image\_generator, mask\_generator)

model.fit\_generator(

train\_generator,

steps\_per\_epoch=2000,

epochs=50)

## ImageDataGenerator methods

### fit

fit(x, augment=**False**, rounds=1, seed=**None**)

Compute the internal data stats related to the data-dependent transformations, based on an array of sample data. Only required if featurewise\_center or featurewise\_std\_normalization or zca\_whitening.

**Arguments**

* **x**: sample data. Should have rank 4. In case of grayscale data, the channels axis should have value 1, and in case of RGB data, it should have value 3.
* **augment**: Boolean (default: False). Whether to fit on randomly augmented samples.
* **rounds**: int (default: 1). If augment, how many augmentation passes over the data to use.
* **seed**: int (default: None). Random seed.

### flow

flow(x, y=**None**, batch\_size=32, shuffle=**True**, seed=**None**, save\_to\_dir=**None**, save\_prefix='', save\_format='png', subset=**None**)

Takes numpy data & label arrays, and generates batches of augmented/normalized data.

**Arguments**

* **x**: data. Should have rank 4. In case of grayscale data, the channels axis should have value 1, and in case of RGB data, it should have value 3.
* **y**: labels.
* **batch\_size**: int (default: 32).
* **shuffle**: boolean (default: True).
* **seed**: int (default: None).
* **save\_to\_dir**: None or str (default: None). This allows you to optionally specify a directory to which to save the augmented pictures being generated (useful for visualizing what you are doing).
* **save\_prefix**: str (default: ''). Prefix to use for filenames of saved pictures (only relevant if save\_to\_dir is set).
* **save\_format**: one of "png", "jpeg" (only relevant if save\_to\_dir is set). Default: "png".
* **subset**: Subset of data ("training" or "validation") if validation\_split is set in ImageDataGenerator.

**Returns**

An Iterator yielding tuples of (x, y) where x is a numpy array of image data and y is a numpy array of corresponding labels.

### flow\_from\_directory

flow\_from\_directory(directory, target\_size=(256, 256), color\_mode='rgb', classes=**None**, class\_mode='categorical', batch\_size=32, shuffle=**True**, seed=**None**, save\_to\_dir=**None**, save\_prefix='', save\_format='png', follow\_links=**False**, subset=**None**, interpolation='nearest')

Takes the path to a directory, and generates batches of augmented/normalized data.

**Arguments**

* **directory**: path to the target directory. It should contain one subdirectory per class. Any PNG, JPG, BMP, PPM or TIF images inside each of the subdirectories directory tree will be included in the generator. See [this script](https://gist.github.com/fchollet/0830affa1f7f19fd47b06d4cf89ed44d) for more details.
* **target\_size**: tuple of integers (height, width), default: (256, 256). The dimensions to which all images found will be resized.
* **color\_mode**: one of "grayscale", "rbg". Default: "rgb". Whether the images will be converted to have 1 or 3 color channels.
* **classes**: optional list of class subdirectories (e.g. ['dogs', 'cats']). Default: None. If not provided, the list of classes will be automatically inferred from the subdirectory names/structure under directory, where each subdirectory will be treated as a different class (and the order of the classes, which will map to the label indices, will be alphanumeric). The dictionary containing the mapping from class names to class indices can be obtained via the attribute class\_indices.
* **class\_mode**: one of "categorical", "binary", "sparse", "input" or None. Default: "categorical". Determines the type of label arrays that are returned: "categorical" will be 2D one-hot encoded labels, "binary" will be 1D binary labels, "sparse" will be 1D integer labels, "input" will be images identical to input images (mainly used to work with autoencoders). If None, no labels are returned (the generator will only yield batches of image data, which is useful to use model.predict\_generator(), model.evaluate\_generator(), etc.). Please note that in case of class\_mode None, the data still needs to reside in a subdirectory of directory for it to work correctly.
* **batch\_size**: size of the batches of data (default: 32).
* **shuffle**: whether to shuffle the data (default: True)
* **seed**: optional random seed for shuffling and transformations.
* **save\_to\_dir**: None or str (default: None). This allows you to optionally specify a directory to which to save the augmented pictures being generated (useful for visualizing what you are doing).
* **save\_prefix**: str. Prefix to use for filenames of saved pictures (only relevant if save\_to\_dir is set).
* **save\_format**: one of "png", "jpeg" (only relevant if save\_to\_dir is set). Default: "png".
* **follow\_links**: whether to follow symlinks inside class subdirectories (default: False).
* **subset**: Subset of data ("training" or "validation") if validation\_split is set in ImageDataGenerator.
* **interpolation**: Interpolation method used to resample the image if the target size is different from that of the loaded image. Supported methods are "nearest", "bilinear", and "bicubic". If PIL version 1.1.3 or newer is installed, "lanczos" is also supported. If PIL version 3.4.0 or newer is installed, "box" and "hamming" are also supported. By default, "nearest"is used.

**Returns**

A DirectoryIterator yielding tuples of (x, y) where x is a numpy array containing a batch of images with shape (batch\_size, \*target\_size, channels) and y is a numpy array of corresponding labels.

### random\_transform

random\_transform(x, seed=**None**)

Randomly augment a single image tensor.

**Arguments**

* **x**: 3D tensor, single image.
* **seed**: random seed.

**Returns**

A randomly transformed version of the input (same shape).

### standardize

standardize(x)

Apply the normalization configuration to a batch of inputs.

**Arguments**

* **x**: batch of inputs to be normalized.

**Returns**

The inputs, normalized.